**7.1. Strings as Collections**

Throughout the first chapters of this book we have used strings to represent words or phrases we wanted to print out. Our definition of a string was simple: a string is a sequence of characters inside quotes.

In this chapter we explore strings in much more detail. Strings come with a special group of operations that can be carried out on them, known as methods. Strings are also what is called a collection data type. Let’s look at what this means.

**7.1.1. Collection Data Types**

Data types that are comprised of smaller pieces are called **collection data types**, or simply **collection types**. Depending on what we are doing, we may want to treat a value of a collection data type as a single entity (the whole collection), or we may want to access its parts.

A **character** is a string that contains exactly one element, such as **'a'**, **"?"**, or even **" "** (a single space character).

**Note**

Some programming languages, such as Java and C, represent characters using their own data type. For example, Java has the data type **char**. JavaScript, however, does not consider strings and characters to be different types.

We can think of strings as being built out of characters. In this way, strings can be broken down into smaller pieces.
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*A string is made up of characters, which are strings of length 1.*

Strings are made up of smaller pieces, characters. Other data types, like **number** and **boolean**, are not composed of any smaller parts.

**7.1.2. Ordered Collections**

We defined strings as *sequential* collections of characters. This means that the individual characters that make up the string are assumed to be in a particular order from left to right. The string **"LaunchCode"** is different from the string **"CodeLaunch"**, even though they contain the exact same characters.

Collection types that allow their elements to be ordered are known as **ordered collections**, for reasons that will become clear to you very soon.

# 7.2. Bracket Notation

Understanding strings as sequential collections of characters gives us much more than just a mental model of how they are structured. JavaScript provides a rich collection of tools—including special syntax and operations—that allows us to work with strings.

**Bracket notation** is the special syntax that allows us to access the individual characters that make up a string. To access a character, we use the syntax **someString[i]**, where **i** is the **index** of the character we want to access. String indices are integers representing the position of a character within a given string, and they start at 0. Thus, the first character of a string has index 0, the second has index 1, and so on.

Consider the string **"JavaScript"**. The **"J"** has index 0, the first **"a"** has index 1, **"v"** has index 2, and so on.

![The string "JavaScript" with indices labeled below each letter](data:image/png;base64,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)

*The indices of a string.*

An expression of the form **someString[i]** gives the character at index **i**.

**Example**

This program prints out the initials of the person’s name.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | **let** jsCreator = "Brendan Eich";  **let** firstInitial = jsCreator[**0**];  **let** lastInitial = jsCreator[**8**];  **let** outputStr = "JavaScript was created by somebody with initials " +  firstInitial + "." +  lastInitial + ".";  console.log(outputStr); |

**Console Output**

JavaScript was created by somebody with initials B.E.

What happens if we try to access an index that doesn’t exist, for example -1 or an index larger than the length of the string?

**Try It!**

|  |  |
| --- | --- |
| 1  2  3  4 | **let** jsCreator = "Brendan Eich";  console.log(jsCreator[-**1**]);  console.log(jsCreator[**42**]); |

[repl.it](https://repl.it/@launchcode/Invalid-String-Indices)

**Question**

What does an expression using bracket notation evaluate to when the index is invalid (the index does not correspond to a character in the string)?

## 7.2.1. Check Your Understanding

**Question**

If **phrase = 'Code for fun'**, then **phrase[2]** evaluates to:

1. **"o"**
2. **"d"**
3. **"for"**
4. **"fun"**

**Question**

Which of the following returns **true** given **myStr = 'Index'**? Choose all correct answers.

1. **myStr[2] === 'n';**
2. **myStr[4] === 'x';**
3. **myStr[6] === ' ';**
4. **myStr[0] === 'I';**

**Question**

What is printed by the following code?

|  |  |
| --- | --- |
| 1  2 | **let** phrase = "JavaScript rocks!";  console.log(phrase[phrase.length - **8**]); |

1. **"p"**
2. **"i"**
3. **"r"**
4. **"t"**

# 7.3. Strings as Objects

Beyond bracket notation, there are many other tools we can use to work with strings. Talking about these tools requires some new terminology.

## 7.3.1. Object Terminology

In JavaScript, strings are objects, so to understand how we can use them in our programs, we must first understand some basics about objects.

An **object** is a collection of related data and operations. An operation that can be carried out on an object is known as a **method**. A piece of data associated with an object is known as a **property**.

**Example**

Suppose we had a **square** object in JavaScript. (While no such object is built into JavaScript, we will learn how we could make one in a later chapter.)

Since a square has four sides of the same length, it should have a property to represent this length. This property could be called **length**. For a given square, it will have a specific value, such as 4.

Since a square has an area, it should have a method to calculate the area. This method could be called **area**, and it should calculate the area of a square using its **length** property.

You can think of methods and properties as functions and variables, respectively, that “belong to” an object. Properties and methods are accessed using **dot notation**, which dictates that we use the object name, followed by a **.**, followed by the property or method name. When using a method, we must also use parentheses as we do when calling regular functions.

**Example**

Returning to the **square** example, we can access its length by typing **square.length**.

We can calculate the area by calling **square.area()**.

Referencing **length** or **area** by itself in code does not give you the value of **square.length** or carry out the calculation in **square.area()**. It does not make sense to refer to a property or method without also referring to the associated object. Typing simply **length** or **area()** is ambiguous. There might be multiple squares, and it would be unclear which one you were asking about.

**Example**

We have already encountered one object, the built-in object **console**, which we use to output messages.

console.log(**typeof** console);

**Console Output**

object

JavaScript reports that the type of **console** is indeed **object**.

When calling **console.log**, we are calling the **log** method of the **console** object.

We will learn quite a bit more about objects in this course, including how to use objects to create your own custom data types. This powerful JavaScript feature allows us to bundle up data and functionality in useful, modular ways.

## 7.3.2. Strings Are Objects

The fact that strings are objects means that they have associated data and operations, or properties and methods as we will call them from now on.

Every string that we work with will have the same properties and methods. The most useful string property is named **length**, and it tells us how many characters are in a string.

**Example**

|  |  |
| --- | --- |
| 1  2  3  4  5 | **let** firstName = "Grace";  **let** lastName = "Hopper";  console.log(firstName, "has", firstName.length, "characters");  console.log(lastName, "has", lastName.length, "characters"); |

**Console Output**

Grace has 5 characters

Hopper has 6 characters

Every string has a **length** property, which is an integer.

The **length** property is the only string property that we will use, but there are many useful string methods. We will explore these in depth in the section [String Methods](https://education.launchcode.org/intro-to-professional-web-dev/chapters/strings/string-methods.html#string-methods), but let’s look at one now to give you an idea of what’s ahead.

The **toLowerCase()** string method returns the value of its string in all lowercase letters. Since it is a method, we must precede it with a specific string in order to use it.

**Example**

|  |  |
| --- | --- |
| 1  2  3  4 | **let** nonprofit = "LaunchCode";  console.log(nonprofit.toLowerCase());  console.log(nonprofit); |

**Console Output**

launchcode

LaunchCode

Notice that **toLowerCase()** does not alter the string itself, but instead returns the result of converting the string to all lowercase characters. In fact, it is not possible to alter the characters within a string, as we will now see.

## 7.3.3. Check Your Understanding

**Question**

Given **word = 'Rutabaga'**, why does **word.length** return the integer 8, but **word[8]** is **undefined**?

# 7.4. String Immutability

If an object cannot be changed, we say that it is **immutable**. Strings are immutable, which means we cannot change the individual characters within a given string. While we can access individual characters using bracket notation, attempting to change individual characters simply does not work.

**Example**

|  |  |
| --- | --- |
| 1  2  3  4  5 | **let** nonprofit = "Launchcode";  console.log(nonprofit);  nonprofit[**6**] = "C";  console.log(nonprofit); |

**Console Output**

Launchcode

Launchcode

We attempted to change the value of the character at index 6 from **'c'** to **'C'**, by using an assignment statement along with bracket notation on line 4 (perhaps to align with official LaunchCode branding guidelines). However, this change clearly did not take place. In many programming languages strings are immutable, and while trying to change a string in some languages results in an error, JavaScript simply ignores our request to alter a string.

It is important to notice that immutability applies to string values and not string variables.

**Example**

We can set a variable containing a string to a different value.

|  |  |
| --- | --- |
| 1  2  3  4 | **let** nonprofit = "Launchcode";  nonprofit = "LaunchCode";  console.log(nonprofit); |

**Console Output**

LaunchCode

In this example, the change made on line 2 is carried out. The difference between this example and the one above is that here we are modifying the value that the variable is storing, and not the string itself. Using our visual analogy of a variable as a label that “points at” a value, the second example has the following effect:
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*When the value of a variable storing a string is changed, the variable then points to a new value, with the old value remaining unchanged.*

## 7.4.1. Check Your Understanding

**Question**

Given **pet = 'cat'**, why do the statements **console.log(pet + 's');** and **pet += 's';** NOT violate the immutability of strings?

**7.5. String Methods**

JavaScript provides many useful methods for string objects. Recall that a method is a function that “belongs to” a specific object. Methods will typically result in some operation being carried out on the data within an object. For strings, this means that our methods will typically transform the characters of the given string in some way.

As we have learned, strings are immutable. Therefore, string methods will not change the value of a string itself, but instead will *return* a new string that is the result of the given operation.

We saw this behavior in the **toLowerCase** example.

**Example**

|  |  |
| --- | --- |
| 1  2  3  4 | **let** nonprofit = "LaunchCode";  console.log(nonprofit.toLowerCase());  console.log(nonprofit); |

**Console Output**

launchcode

LaunchCode

While **nonprofit.toLowerCase()** evaluated to **"launchcode"**, the value of **nonprofit** was left unchanged. This will be case for each of the string methods.

**7.5.1. Common String Methods**

Here we present the most commonly-used string methods. You can find documentation for other string methods at:

* [W3Schools](https://www.w3schools.com/jsref/jsref_obj_string.asp)
* [MDN](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/String#Methods_2)

| **Common String Methods** | | |
| --- | --- | --- |
| **Method** | **Syntax** | **Description** |
| [indexOf](https://education.launchcode.org/intro-to-professional-web-dev/appendices/string-method-examples/indexOf-examples.html#string-indexof-examples) | **stringName.indexOf(substr)** | Returns the index of the first occurrence of the substring in the string, and returns -1 if the substring is not found. |
| [toLowerCase](https://education.launchcode.org/intro-to-professional-web-dev/appendices/string-method-examples/toLowerCase-examples.html#string-tolowercase-examples) | **stringName.toLowerCase()** | Returns a copy of the given string, with all uppercase letters converted to lowercase. |
| [toUpperCase](https://education.launchcode.org/intro-to-professional-web-dev/appendices/string-method-examples/toUpperCase-examples.html#string-touppercase-examples) | **stringName.toUpperCase()** | Returns a copy of the given string, with all lowercase letters converted to uppercase. |
| [trim](https://education.launchcode.org/intro-to-professional-web-dev/appendices/string-method-examples/trim-examples.html#string-trim-examples) | **stringName.trim()** | Returns a copy of the given string with the leading and trailing whitespace removed. |
| [replace](https://education.launchcode.org/intro-to-professional-web-dev/appendices/string-method-examples/replace-examples.html#string-replace-examples) | **stringName.replace(searchChar, replacementChar)** | Returns a copy of **stringName**, with the first occurrence of **searchChar** replaced by **replacementChar**. |
| [slice](https://education.launchcode.org/intro-to-professional-web-dev/appendices/string-method-examples/slice-examples.html#string-slice-examples) | **stringName.slice(i, j)** | Return the substring consisting of characters from index **i** through index **j-1**. |

**Tip**

String methods can be combined in a process called **method chaining**. Given **word = 'JavaScript';**, word.toUpperCase() returns **JAVASCRIPT**. What would **word.slice(4).toUpperCase()** return? [Try it at repl.it](https://repl.it/@launchcode/Intro-To-Method-Chaining).

**7.5.2. Check Your Understanding**

Follow the links in the table above for the **replace**, **slice**, and **trim** methods. Review the content and then answer the following questions.

**Question**

What is printed by the following code?

|  |  |
| --- | --- |
| 1  2  3  4 | **let** language = "JavaScript";  language.replace('J', 'Q');  language.slice(**0**,**5**);  console.log(language); |

1. **"JavaScript"**
2. **"QavaScript"**
3. **"QavaSc"**
4. **"QavaS"**

**Question**

Given **language = 'JavaScript';**, what does **language.slice(1,6)** return?

1. **"avaScr"**
2. **"JavaSc"**
3. **"avaSc"**
4. **"JavaS"**

**Question**

What is the value of the string printed by the following program?

|  |  |
| --- | --- |
| 1  2  3  4 | **let** org = " The LaunchCode Foundation ";  **let** trimmed = org.trim();  console.log(trimmed); |

1. **"  The LaunchCode Foundation "**
2. **"The LaunchCode Foundation"**
3. **"TheLaunchCodeFoundation"**
4. **" The LaunchCode Foundation"**

# 7.6. Encoding Characters

If you had microscope powerful enough to view the data stored on a computer’s hard drive, or in its memory, you would see lots of 0s and 1s. Each such 0 and 1 is known as a **bit**. A bit is a unit of measurement, like a meter or a pound. Collections of computer data are measured in bits; every letter, image, and pixel you interact with on a computer is represented by bits.

We work with more complex data when we program, including numbers and strings. This section examines how such data is represented within a computer.

## 7.6.1. Representing Numbers

A **byte** is a set of 8 bits. Bytes look like 00101101 or 11110011, and they represent a **binary number**, or a base-2 number. A binary number is a number representation that uses only 0s and 1s. The numbers that you are used to, which are built out of the integers 0…9, are **decimal numbers**, or base-10 numbers.

Since each bit can have one of two values, each byte can have one of 28 = 256 different values.

It may not be obvious, but every decimal integer can be represented as a binary integer, and vice versa. There are 256 different values a byte may take, each of which can be used to represent a decimal integer, from 0 to 255.

**Note**

We will not go into binary to decimal number conversion. If you are interested in learning more, there are [many](https://www.csetutor.com/how-to-convert-binary-to-decimal-examples/) [tutorials](https://www.youtube.com/watch?v=wPvI19DmWQw) [online](https://www.khanacademy.org/math/algebra-home/alg-intro-to-algebra/algebra-alternate-number-bases/v/decimal-to-binary) that can show you the way.

In this way, the bits in a computer can be viewed as integers. If you want to represent values greater than 255, just use more bits!

## 7.6.2. Representing Strings

Strings are collections of characters, so if we can represent each character as a number, then we’ll have a way to go from a string to a collection of bits, and back again.

### 7.6.2.1. Character Encodings

Unlike the natural translation between binary and decimal numbers, there is no natural translation between integers and characters. For example, you might create a pairing of 0 to **a**, 1 to **b**, and so on. But what integer should be paired with **$** or a tab? Since there is no natural way to translate between characters and integers, computer scientists have had to make such translations up. Such translations are called **character encodings**.

There are many different encodings, some of which continue to evolve as our use of data evolves. For instance, the most recent versions of the Unicode character encoding include emoji characters, such as 🌮.

### 7.6.2.2. The ASCII Encoding

Most of the characters that you are used to using—including letters, numbers, whitespace, punctuation, and symbols—are part of the **ASCII** (pronounced ask-ee) character encoding. This standard has changed very little since the 1960s, and it is the foundation of all other commonly-used encodings.

**Note**

ASCII stands for American Standard Code for Information Interchange, but most programmers never remember that, so you shouldn’t try to either.

ASCII provides a standard translation of the most commonly-used characters to one of the integers 0…127, which means each character can be stored in a computer using a single byte.

ASCII maps **a** to 97, **b** to 98, and so on for lowercase letters, with **z** mapping to 122. Uppercase letters map to the values 65 through 90. The other integers between 0 and 127 represent symbols, punctuation, and other assorted odd characters. This scheme is called the **ASCII table**, and rather than replicate it here, we refer you to an [excellent one online](https://www.ascii-code.com/).

In summary, strings are stored in a computer using the following process:

1. Break a string into its individual characters.
2. Use a character encoding, such as ASCII, to convert each of the characters to an integer.
3. Convert each integer to a series of bits using decimal-to-binary integer conversion.

**Fun Fact**

JavaScript uses the UTF-16 encoding, which includes ASCII as a subset. We will rarely need anything outside of its ASCII subset, so we will usually talk about “ASCII codes” in JavaScript.

## 7.6.3. Character Encodings in JavaScript

JavaScript provides methods to convert any character into its ASCII code and back.

The string method **charCodeAt** takes an index and returns the ASCII code of the character at that index.

**Example**

|  |  |
| --- | --- |
| 1  2  3  4  5 | **let** nonprofit = "LaunchCode";  **for** (**let** i = **0**; i < nonprofit.length; i++) {  console.log(nonprofit.charCodeAt(i));  } |

**Console Output**

76

97

117

110

99

104

67

111

100

101

To convert an ASCII code to an actual character, use **String.fromCharCode()**.

**Example**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | **let** codes = [**76**, **97**, **117**, **110**, **99**, **104**, **67**, **111**, **100**, **101**];  **let** characters = "";  **for** (**let** i = **0**; i < codes.length; i++) {  characters += String.fromCharCode(codes[i]);  }  console.log(characters); |

**Console Output**

LaunchCode

**7.7. Special Characters**

Aside from letters, numbers, and symbols, there is another class of characters that we will occasionally use in strings, known as **special characters**. These characters consist of special character combinations that all begin with **\** backslash). They allow us to include characters in strings that would be difficult or impossible to include otherwise, such as Unicode characters that are not on our keyboards, control characters, and whitespace characters.

The most commonly-used special characters are **\n** and **\t**, which are the newline and tab characters, respectively. They work as you would expect.

**Example**

console.log("A message\nbroken across lines,\n\tand indented");

**Console Output**

A message

broken across lines,

and indented

We can also represent Unicode characters (most of which aren’t on a normal keyboard) using special character combinations of the form **\uXXXX**, where the Xs are combinations referenced by the [Unicode table](https://unicode-table.com/en/). This allows us to use character sets other than the basic Latin characters that English is based on, such as Greek, Cyrillic, and Arabic, as well as a wider array of symbols.

**Example**

console.log("The interrobang character, \u203d, combines ? and !");

**Console Output**

The interrobang character, ‽, combines ? and !

We can also use the backslash, **\**, to include quotes within a string. This is known as **escaping** a character.

**Example**

console.log("\"The dog's favorite toy is a stuffed hedgehog,\" said Chris");

**Console Output**

"The dog's favorite toy is a stuffed hedgehog," said Chris

**7.7.1. Check Your Understanding**

**Question**

Which of the options below print **'Launch'** and **'Code'** on separate lines?

1. **console.log('Launch\nCode');**
2. **console.log('Launch/nCode');**
3. **console.log('Launch', 'Code');**
4. **console.log('Launch\tCode');**
5. **console.log('Launch/tCode');**

# 7.8. Template Literals

Earlier, we used concatenation to combine strings and variables together in order to create specific output:

**Example**

|  |  |
| --- | --- |
| 1  2  3  4 | **let** name = Jack;  **let** currentAge = **9**;  console.log("Next year, " + name + " will be " + (currentAge + **1**) + "."); |

**Console Output**

Next year, Jack will be 10.

Unfortunately, this process quickly gets tedious for any output that depends on multiple variables. Often, concatenation requires multiple test runs of the code in order to check for syntax errors and proper spacing within the output. Fortunately, JavaScript offers us a better way to accomplish this process.

**Template literals** allow for the automatic insertion of expressions (including variables) into strings.

While normal strings are enclosed in single or double quotes (**'** or **"**), template literals are enclosed in back-tick characters, **`**. Within a template literal, any expression surrounded by **${ }** will be evaluated, with the resulting value included in the string.

**Example**

Template literals allow for variables and other expressions to be directly included in strings.

|  |  |
| --- | --- |
| 1  2  3  4 | **let** name = "Jack";  **let** currentAge = **9**;  console.log(`Next year, ${name} will be ${currentAge + **1**}.`); |

**Console Output**

Next year, Jack will be 10.

Besides allowing us to include data in strings in a cleaner, more readable way, template literals also allow us to easily create multi-line strings without using string concatenation or special characters.

**Example**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | **let** poem = `The mind chases happiness.  The heart creates happiness.  The soul is happiness  And it spreads happiness  All-where.  – Sri Chinmoy`;  console.log(poem); |

**Console Output**

The mind chases happiness.

The heart creates happiness.

The soul is happiness

And it spreads happiness

All-where.

– Sri Chinmoy

**Note**

The ECMAScript specifications define the standard for JavaScript. The 6th edition, known as ES2015, added template literals. Not only are template literals relatively new to JavaScript, but you may encounter environments—such as older web browsers—where they are not supported.

## 7.8.1. Check Your Understanding

**Question**

Mad Libs are games where one player asks the group to supply random words (e.g. “Give me a verb,” or, “I need a color”). The words are substituted into blanks within a story, which is then read for everyone’s amusement. In elementary school classrooms, giggles and hilarity often ensue. TRY IT!

Refactor the following code to replace the awkward string concatenation with template literals. Be sure to add your own choices for the variables.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | **let** pluralNoun = ;  **let** name = ;  **let** verb = ;  **let** adjective = ;  **let** color = ;  console.log("JavaScript provides a "+ color +" collection of tools — including " + adjective + " syntax and " + pluralNoun + " — that allows "+ name +" to "+ verb +" with strings.") |

[repl.it](https://repl.it/@launchcode/String-Mad-Lib)

**7.9. Exercises: Strings**

**7.9.1. Part One**

1. Identify the result for each of the following statements:
   1. **'JavaScript'[8]**
   2. **"Strings are sequences of characters."[5]**
   3. **"Wonderful".length**
   4. **"Do spaces count?".length**

*There’s no code snippet for this one, just try it on your own with old-fashioned pen and paper!*

1. The **length** method returns how many characters are in a string. However, the method will NOT give us the length of a number. If **num = 1001**, **num.length** returns **undefined** rather than 4.
   1. Use type conversion to print the length (number of digits) of an integer.
   2. Print the number of digits in a DECIMAL value (e.g. **num = 123.45** has 5 digits but a length of 6).
      1. Modify your code to print out the length of a decimal value EXCLUDING the period.
   3. What if **num** could be EITHER an integer or a decimal? Add an **if/else** statement so your code can handle both cases. (Hint: Consider the **indexOf()** or **includes()** string methods).

[Code it at repl.it](https://repl.it/@launchcode/StringExercises02/)

**7.9.2. Part Two**

1. Remember, strings are *immutable*. Consider a string that represents a strand of DNA: **dna = " TCG-TAC-gaC-TAC-CGT-CAG-ACT-TAa-CcA-GTC-cAt-AGA-GCT    "**. There are some typos in the string that we would like to fix:
   1. Use the **trim()** method to remove the leading and trailing whitespace, and then print the results.
   2. Change all of the letters in the dna string to UPPERCASE and print the result.
   3. Note that if you try **console.log(dna)** after applying the methods, the original, flawed string is displayed. To fix this, you need to *reassign* the changes back to **dna**. Apply these fixes to your code so that **console.log(dna)** prints the DNA strand in UPPERCASE with no whitespace.

[Code it at repl.it](https://repl.it/@launchcode/StringExercises03/)

1. Let’s use string methods to do more work on the DNA strand:
   1. Replace the gene **'GCT'** with **'AGG'**, and then print the altered strand.
   2. Look for the gene **'CAT'** with **indexOf()**. If found print, **'CAT gene found'**, otherwise print, **'CAT gene NOT found'**.
   3. Use **slice()** to print out the fifth gene (set of 3 characters) from the DNA strand.
   4. Use a template literal to print, **"The DNA string is \_\_\_ characters long."**
   5. Just for fun, apply methods to **dna** and use another template literal to print, **'taco cat'**.

[Code it at repl.it](https://repl.it/@launchcode/DNA-strings/)

**7.9.3. Part Three**

1. If we want to turn the string **'JavaScript'** into **'JS'**, we might try **.remove()**. Unfortunately, there is no such method in JavaScript. However, we can use our cleverness to achieve the same result.
   1. Use string concatenation and two **slice()** methods to print **'JS'** from **'JavaScript'**.
   2. Without using **slice()**, use method chaining to accomplish the same thing.
   3. Use bracket notation and a template literal to print, **"The abbreviation for 'JavaScript' is 'JS'."**
   4. Just for fun, try chaining 3 or more methods together, and then print the result.

[Code it at repl.it](https://repl.it/@launchcode/StringExercises05/)

1. Some programming languages (like Python) include a **title()** method to return a string with Every Word Capitalized (e.g. **'title case'.title()** returns **Title Case**). JavaScript has no **title()** method, but that won’t stop us! Use the string methods you know to print **'Title Case'** from the string **'title case'**.

[Code it at repl.it](https://repl.it/@launchcode/StringExercises06/)